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Abstract

We have used Interaction Trees (ITrees) to formalize and
verify the front-end of the Jasmin compiler, relying on an
integration of coinductive denotational semantics with Re-
lational Hoare Logic. A crucial element in our approach is
the definition of an appropriate relation to compare pro-
grams, which makes it possible to simplify the reasoning
about undefined behaviour.

ITrees [11] can be used to reason denotationally about pos-
sibly diverging programs in an executable, modular way,
thus providing an attractive alternative to the operational
semantics used in major verified compilation projects such
as CompCert [7] and CakeML [6]. The coinductive datatype
itree E V, parameterized by a type family of events E and
a final result type V, represents computations as trees with
possibly infinite branches. A leaf Ret v is termination with
value v : V. A unary node Tau t is a silent transition step
which continues with ¢ : itree E V. A multi-branching node
Vis A e k is a computation that executes the event e : E A
and feeds the answer to the continuation k : A — itree E V.
Being monad themselves, ITrees can be executed by layer-
ing monadic interpreters, each associated with a handler for
a subfamily of events. Generalized recursion can be repre-
sented as corecursive interpretation of call events relying
on a monadic iterator. Failures can be represented as events
that return in the null type, to be interpreted using an error
monad transformer. ITrees facilitate coinductive reasoning
through a rich equational theory [1]. Modularity is supported
by disjoint unions of event families (e.g. E;+’ E;) and interpre-
tation layers, possibly associated with monad transformers.
Jasmin [2, 3] is a comparatively low-level language in-
tended for security applications, designed to give the pro-
grammer explicit control on the generation of assembly code.
It includes operators and instructions on memory and reg-
isters, conditional statements, while loops, internal and ex-
ternal function calls. It is formalized in Rocq with a fully
verified compiler based on a big-step semantics for terminat-
ing programs and a concrete memory model. In order to lift
the termination restriction, we defined a new semantics with
ITrees and used it to verify so far the compiler front-end,
based on a language that remains syntactically the same
while being semantically interpreted differently after each
pass (more than twenty ones, including constant propaga-
tion, dead code elimination, inlining and stack allocation).

Reasoning about compilation relies on the definition of
behavioural equivalence between source and target, which
can be used either for forward or backward reasoning. Some
subtlety is involved in dealing with abnormal termination.
Compilation is meant to preserve normal behaviour, but in
general the compiler may not worry about what happens
when the source throws a run-time error. Indeed, compiler
correctness proofs are often restricted to safe executions, i.e.
those that do not terminate abnormally. Verified compilation
is meant to preserve safety as part of behaviour preservation,
and therefore it suffices to assume that the initial source
is safe. However, the safety restriction makes proofs less
general and can complicate compositionality. In order to
lift this restriction, in our verification we use a notion of
program equivalence which makes it possible to express that
the compiled code behaves like the source only up to events
called cutoffs. Cutoff events can be used to represent source
errors which are meant to be matched with any behaviour in
the target, as causal instances of undefined behaviour (UB).
Notice that unlike C and LLVM, Jasmin has a deterministic
semantics, but interpreting failure as UB helps to make the
semantics simpler.!

The ITree library [1] provides generalizations of bisim-
ilarity, both strong (=) and weak (=g, called equivalence
up-to-tau), parameterized by a relation R between result
types, allowing for trees which are heterogeneous in the
returned value types to be related, provided they use the
same events. Instantiating R with equality gives us the usual
strong and weak bisimilarity. The fact that, regardless of
R, related events must be equal, makes it hard to directly
relate function calls across a translation while keeping into
account differences in the types of call arguments and results.
A way around this problem, showcased in [4, 11-13] consists
in layering interpretations, separating a common ground of
ITrees based on the same events which can be compared
directly, from higher-level layers which need to be compared
in terms of more complex notions of refinement, also using
predicates on ITrees [4, 13] to account for non-determinism
(a problem we do not need to deal with). A more intensional
way to relate programs is given by the event-heterogeneous
relation introduced in [10], used in [4, 9] and here denoted
~p, as a generalization of ~g which is parameterized by two
additional relations: a precondition specifying which events

1Unlike [4] we do not consider time-travelling UB.



can be related, inclusive of their inputs, and a postcondition
which is expected to hold between the outputs of event exe-
cution. ~f makes it possible to capture structural similarity
more directly, yet it does not let us interpret source errors as
UB, as it does not allow relating a terminating program with
a silently non-terminating one. While needed with normal
termination, this restriction is unnecessary when dealing
with an abnormal one.

We can answer this problem by a generalization of ~}, de-
noted ~%, which we call equivalence up-to-cutoff. As much as
~g and z;, z}‘z is coinductively defined as the greatest fixed
point of an inductive relation. Its definition is illustrated in
Figure 1, where a single bar means that the hypothesis is used
inductively, while a double bar means that it is used coin-
ductively (or simply non-inductively). ~ can relate wholly
heterogeneous trees t; : itree E; V; and t; : itree E; V5. The
rules ReT, Tau, Tau;, Tau,, and Vis are those of z;. RET
allows relating return values by R. In the Vis rule, ® acts
as relational precondition and ¥ as postcondition for the
event handlers used to interpret the events. As in [10, 11]
the fact that rules Tau; and TAu, rely on their hypothesis
inductively ensures that the related trees can only differ up
to a finite number of silent steps. Specifically to ~%, there
are as additional parameters two Boolean predicates C! on
E; events and C” on E, ones, deciding which are the cutoffs
on each side, and two additional rules Cut; and CuT,, which
allow for a cutoff to be related with any tree.? ~% supports
setoid rewriting, enjoys structural properties, monotonicity,
transitivity, and it is preserved by interpretation (Intr) for
related handlers (hy, hy):
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Our intended semantics for Jasmin is to relate a source
failure to any behaviour of the target program beyond that
point. Using ~}, it suffices to declare source failures as cut-
off events. We write >, . ., ., for the fully parameterized
relation. We also write [p;]s,;, depending on state s; : S;, for
the semantic interpretation of program p; : L (after the i-th
pass) as an ITree of type itree (F +' G) S; where F is the type
family of failure events. Further writing R; for the relation
between states across the pass, ®; for the precondition that
holds between events and ¥; for the corresponding postcon-
dition, Cr for the predicate that sets F events as the only
cutoffs and Cy as the predicate that sets no cutoffs, the verifi-
cation of a two-pass compilation (where related events may
differ even if they belong to the same family) can be built
transitively out of two components:
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This principle holds regardless of the events in G (which
are still uninterpreted). Nonetheless, our current verification

2 A more specific form of this relation was already used in [4].
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Figure 1. Equivalence up-to-cutoff (=), parameterized by
R @, ¥, Cland C.

makes limited use of event layering, as we leaned signifi-
cantly on reuse of existing low-level proofs. Indeed, on top of
z}‘e, we relied on a form of Relational Hoare Logic, originally
introduced in [5] which we specialized to ITrees, allowing
us to obtain proofs that are comparatively similar to those
originally made with the inductive big-step semantics. With
the notable exception of inlining, it was possible to make
our proofs relying on coinductive lemmas that were either
provided by [1] or did not pose particular challenges.

Our compiler correctness statements, which we basically
proved by induction on source p for the single passes, then
gluing the pieces together by transitivity, have general form:
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While our proofs follow in the footsteps of forward simu-
lation given the determinism of the target, the double-sided
character of ~} can equally support backward reasoning,
allowing us to backward-match cutoff-set target errors with
any further source behaviour. We proved a generalized form
of transitivity:
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As far as UB-related non-determinism goes, this property
could help us in combining together backward and forward
reasoning, possibly relaxing safety preservation to integrate
with safety analysis on targets.

As future work, we want to cover the Jasmin back-end
(which includes linearization). ~% can also be used to re-
late trees up to cutoff-determined prefixes, possibly making
step-indexing easier, and indeed we are interested in the
comparison with step-indexing and fuel-based inductive se-

mantics [8], as well as in safety analysis.
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